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Abstract

One of the best skills for everyone, for now, and for the future, is problem-solving. Computational thinking is the way to help us to develop that skill. Computational Thinking can be defined as a set of skills for problem-solving based on computer techniques. Computational thinking is needed everywhere and is going to be a key to success in almost all careers, not only for a scientist but for many professionals, like doctors, lawyers, teachers or farmers. For many problems it is a good idea to make a plan for its resolution using some of the techniques of computer science, such as: breaking down a complex problem into smaller parts that are more manageable and easier to understand, or solve—decomposition; looking for similarities among and within problems and other's experiences—pattern recognition; focusing on the important information only, and pulling out specific differences to make one solution work for multiple problems: abstraction; developing a step-by-step solution to the problem: algorithms. This plan can be used by everyone, regardless of their area of knowledge, task or age. It is essential that these techniques are practiced and developed very early. In recent years we have to see the proliferation of numerous projects with the specific objective of encouraging the study of Computational thinking. The projects of massification of computational thinking and coding are now starting to be implemented in our education system in Portugal. Most students of the first year of the Computer Engineering course, from the IPG, mostly did not have the opportunity to develop computational thinking throughout their student life. In this paper, we present the results of a case study using follow and give instructions to improve their capacities in Computational Thinking.
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1. Computational Thinking an Overview

Computational thinking is a fundamental skill for everyone. The term computational thinking was made popular by Jeannette M. Wing (2006). The author defends the mass diffusion of computational thinking, just like reading, writing, and arithmetic. In recent years, we have witnessed the proliferation of projects sponsored by both governmental and non-governmental organizations, with the specific objective of encouraging computational thinking and the study of programming, especially in pre-university years.

Computational Thinking is an aptitude that allows us to create solutions to problems by making use of computer techniques (García-Peñalvo & Cruz-Benito, 2016; García-Peñalvo, 2016c). Computers can be used to solve problems. However, before a problem can be tackled, the problem itself and the ways in which it could be solved need to be understood. Computational thinking allows us to take a complex problem, understand what it is and develop possible solutions. We can then present these solutions in a way that a computer, a human being, or both, can understand. For many of the daily life tasks, from the simplest to the most complex, it is a good idea to make a plan for its resolution using some of the techniques of computer science, such as: breaking down a complex problem into smaller parts that are more manageable and easier to understand, or solve—decomposition; looking for similarities among and within problems and others experiences—pattern recognition; focusing on the important information only, and pulling out specific differences to make one solution work for multiple problems—abstraction; developing a step-by-step solution to the problem—algorithms. This plan can be used by everyone, regardless of their area of knowledge, task or age.

Computational Thinking is essential to the development of computer applications, but it can also be used to support problem solving across all disciplines, including math, science, and the humanities. Students who learn Computational Thinking across the syllabus can begin to see a relationship between subjects as well as between school and life outside the classroom (Pinto-Llorente, Casillas-Martín, Cabezas-González & García-Peñalvo, 2017).

Computational thinking teaches us to think, to find ways to solve a problem, to organize and plan the resolution of a task, and teaches us and gives us the courage, the methods and techniques to solve complex problems.

In this paper, we highlight the importance of computational thinking throughout the training of all students, especially in their pre-university education. In fact, most students who come to university have never had the opportunity to develop these skills of computational thinking. Programming is one of the best ways to develop those skills. In the first part of our work we present some of the tools...
that help to motivate and encourage the taste for programming, especially those with resources to help teachers. In the second part of this paper, we present the results of a study involving a group of students of Computer Engineering from the Polytechnic of Guarda, Portugal. In this study, we explore the concepts of following and giving instruction and map design, in an attempt to improve students’ computational thinking skills

**2. Programming the Way to Computational Thinking-Tools**

Science, Technology, Engineering and Mathematics (STEM) permeate nearly every facet of modern life and hold the key to solving many of humanity’s most pressing current and future challenges. The United States’ position in the global economy is declining, in part because U.S. workers lack fundamental knowledge in these fields. To address the critical issues of U.S. competitiveness and to better prepare the workforce, a Framework for K-12 Science Education proposes a new approach to K-12 science education that will capture students’ interest and provide them with the necessary foundational knowledge in the field (National Research Council, 2012). This is just an example, but many other countries feel the need to promote the work to achieve this, by making it easier for teachers and others involved in STEM education, like the United Kingdom (STEM, n.d.).

It is known that there will be 1.4 million job openings for computing-related jobs by 2020, but at the current rate of people being prepared for those positions, only approximately 30% of them will be filled (Israel, Wherfel, Pearson, Shehab & Tapia, 2015). Employment of computer and information technology is projected to grow 12 percent from 2014 to 2024, faster than the average for all jobs (by U.S. Bureau of Labor Statistics, Office of Occupational Statistics and Employment Projections). In addition, there are several instructional benefits for students that result from the inclusion of computing within K-12 programs (Israel, et al., 2015). These include, among others, building higher-order thinking skills and increasing positive attitudes about computer science and computer science skills.

Despite the general attention on computer science, many teachers don’t have professional skills in computer science or computational thinking. This is probably the reason why in recent years we have witnessed the proliferation of numerous projects with the specific objective of encouraging the study of programming, especially in pre-university years. Many organizations are working hard to set young people up for success in a digital world. In the work presented in (García-Peñalvo, Reimann, et al., 2016), an exhaustive research and respective evaluation of the existing tools for the teaching and learning of the programming for pre-university studies was made. Now, we present some of these tools and add others, especially those that allow teachers and parents to show students the best way:

- **TACCLE 3.** TACCLE 3 - Coding is a European Project (Taccle 3 – Supporting primary teachers to teach coding, n.d.) that supports primary school and other teachers who want to teach Computing to 4-14
year olds. TACCLE 3 is a project that provides practical ideas and the knowledge that teachers can use and the materials they need for introducing computing or coding in their classrooms (García-Peñalvo, 2016a, 2016b; García-Peñalvo, Hughes, et al., 2016).

- Scratch. Scratch is a programming language and an online community where everyone can program and share interactive media such as stories, games, and animation with people from all over the world. As children create with Scratch, they learn to think creatively, work collaboratively, and reason systematically. These are essential skills for life in the 21st century. Scratch is designed and maintained by the Lifelong Kindergarten group at the MIT Media Lab. (Scratch - Imagine, Program, Share, n.d.).

- Alice. Alice is an innovative block-based programming environment that makes it easy to create animations, build interactive narratives, or program simple games in 3D. Alice is designed to teach logical and computational thinking skills, fundamental principles of programming and to be a first exposure to object-oriented programming. The Alice Project provides supplemental tools and materials for teaching, which when used in diverse and demotivated groups has already given proven benefits in captivating and retaining those groups (Alice – Tell Stories. Build Games. Learn to Program., n.d.).

- Code.org. Launched in 2013, Code.org is a non-profit dedicated to expanding participation in computer science by making it available in more schools, and increasing participation by women and underrepresented students of colour. Their vision is that every student in every school should have the opportunity to learn computer science. They believe computer science and computer programming should be part of the core curriculum in education, alongside other science, technology, engineering, and mathematics (STEM) courses, such as biology, physics, chemistry and algebra. The ‘Hour of Code’ is a global initiative by Computer Science Education Week (Computer Science Education Week, n.d.) and Code.org to introduce millions of students to one hour of computer science and computer programming.

- Khan Academy. Khan Academy offers practice exercises, instructional videos, and a personalized learning dashboard that empower learners to study at their own pace in and outside of the classroom, in diverse subjects: maths, science and engineering, computing, arts and humanities, economics and finance. Their mission is to provide a free world-class education for anyone, anywhere (Khan Academy | Free Online Courses, Lessons & Practice, n.d.).

- Tynker. Tynker is a revolutionary way to learn coding. Kids learn fundamental programming concepts with visual blocks, then progress to JavaScript and Python as they develop skills and gain confidence in their new abilities (Coding for Kids | Tynker, n.d.).

- Lightbot. In Lightbot, students must guide a robot to light up all the blue tiles in each level or puzzles. To do so, you must ‘program’ the robot using a set of instructions. Students may play the game in the Browser, or on Android or iOS devices. The main goal is to understand how to create and give a computer a set of instructions to follow (Lightbot, n.d.).

- Barefoot. Barefoot supports primary educators with the confidence, knowledge, skills and resources to teach computer science. Resources aligned to the curricular for all UK nations. This includes lesson plans and workshops, all designed to help teachers gain confidence in bringing computer science to life in the classroom (“Home - Barefoot Computing Barefoot Computing”, n.d.). Barefoot Computing is supported by British telecommunications (BT) (“techliteracy”, n.d.) commitment to help build a culture of tech literacy and Computing At School (CAS) (Computing At School, n.d.).

- CodeCombat. CodeCombat is a coding game that uses real typed code and personalized learning to teach computer science. CodeCombat uses typed code, not drag and drop blocks. They believe that getting students to real typed code as quickly as possible is critical to learning essential computer science concepts. It also allows far more creativity and flexibility: students are free to solve problems however they see fit. CodeCombat is for teachers too, empowering them to use it in their classrooms, being this one of the goals of project (CodeCombat - Learn how to code by playing a game, n.d.).

- Kodable. Written by elementary school teachers, the Kodable curriculum makes coding for kids in their class possible. It focuses on excellent instruction with group and independent practice activities that build creativity, communication, and collaboration. Their goal is to reach all students and see computer science become part of a complete elementary education (Programming for Kids | Kodable, n.d.).

- MIT App Inventor. MIT App Inventor is an intuitive, visual programming environment that allows everyone — even schoolchildren — to build fully functional apps for smartphones and tablets. The MIT App Inventor project seeks to democratize software development by empowering all people, especially young people, to transition from being consumers of technology to becoming creators of it (MIT App Inventor, n.d.). App Inventor for Educators is an educational community. It is intended as a common online area to share ideas, resources, and find answers to questions (App Inventor for Educators – MIT App Inventor Educators Community, n.d.).

- LiveCode. LiveCode has a vision that everyone can code. They made the open source platform for building native mobile, desktop and server applications. The visual workflow allows the user to develop
apps with a simple and powerful programming language that empowers students to develop their computer science skills (LiveCode Ltd, n.d.).

- Touch Develop. Touch Develop is created in a friendly environment. With Touch Develop we can create apps on our mobile phone, tablets, and PCs, and share the apps you create in the cloud. Creative Coding Through Games And Apps is an introduction to computer science course built with Touch Develop. Includes day-by-day plans for implementing the curriculum as a 6, 9, 12, or an 18-week instructor-led course (Microsoft Touch Develop - create apps everywhere, on all your devices!, n.d.).

- Blockly. Blockly is library that adds a visual code editor to web and Android apps. The Blockly editor uses interlocking, graphical blocks to represent code concepts like variables, logical expressions, loops, and more. It allows users to apply programming principles without having to worry about syntax or the intimidation of a blinking cursor on the command line. They have developed a range of resources, programs, scholarships, and grant opportunities to engage students and educators around the world interested in computer science (Blockly  |  Google Developers, n.d.).

- Snap (Build Your Own Blocks). Snap is a visual and drag-and-drop programming language. It is a complement of Scratch; the main difference is that it allows you to Build Your Own Blocks and add more complex code. These additional capabilities make it more suitable for computer science to high school (Snap! (Build Your Own Blocks) 4.0, n.d.).

- Greenfoot. Greenfoot teaches object orientation with Java. Greenfoot is visual and interactive. It works with actors that are programmed in standard textual Java code, providing a combination of programming experience in a traditional text-based language with visual execution. Greenroom is an exclusive place to instructors for sharing teaching resources and discussion surrounding teaching with Greenfoot (Greenfoot | About Greenfoot, n.d.).

- Kodu. Kodu lets students create games on Windows PCs via a simple visual programming language. Kodu can be used to teach creativity, problem solving, storytelling, as well as programming. Anyone can use Kodu to make a game, young children as well as adults with no design or programming skills.

- Cubetto. Cubetto is inspired with LOGO Turtle. Cubetto is the friendly wooden robot that teaches the basics of computer programming. It uses a simple programming language that can be touch and manipulated, like LEGO. It is suitable for younger children who cannot know read and write yet (Cubetto: A robot teaching kids code & computer programming, n.d.).
3. Our Proposal

The projects of massification of computational thinking and coding are now starting to be implemented in our education system in Portugal. This is the main reason why most students have never had the opportunity to learn computational thinking or coding.

In this research, a study was conducted to investigate and explore the views of students and the difficulties they faced in learning programming courses. This research also includes the intention to detect the best practices to engage and improve students in learning programming.

Young people, our students, grow up surrounded by technology. But, many of them have no idea how it all works and how important is for their futures. The young people of today have not known life without technology. It is an integral part of their existence. Most of them spend their free time on their computers or their mobiles. They are essential communication and information tools for them. They have grown up with computers and mobiles. For all of this, we don’t intend to use technology for this study. It is intentional that students handle and solve the exercises manually, like board games, where they can explore with pleasure, without fear of making mistakes and where teacher-student relationship and confidence can be improved and enhanced.

3.1. Study Group

The study involved a group of students of Computer Engineering from the Polytechnic of Guarda, Portugal. Our study group reveal some general difficulties in the area of CS. From our years of experience, we have found that most of the students have very particular difficulties in terms of computational which affect, in our opinion, the learning programming process.

3.2. Pre-Programming Course (CS0)

Computational thinking may be applied to various kinds of problems that do not directly involve coding tasks. According to the characteristics of the IPG computer engineering students, we have created a set of computational thinking exercises, or activities, to provide students to substantially improve their cognitive abilities. And, consequently, improve programming learning (Figueiredo, Gomes & García-Peñalvo, 2016).

The course session planning activity is:
Follow and Give instruction. This kind of exercises have as purpose to increase the development of students’ cognitive reasoning abilities and spatial visualization, strongly associated with the necessary characteristics for programming (Fincher, et al., 2005; Simon, et al., 2006; Study, 2012). Examples of the proposed exercises are: students should draw on a paper what a student or a teacher describes, and reverse roles; giving directions from point A to point B. Some examples:

Example number 1: Students should design on a paper what a student or a teacher describes. On a sheet of paper draw a square measuring approximately 5 cm on its sides. Draw a small dot in the center of the square. Draw a line that starts at the top right corner to the bottom left corner, passed by the point. Draw a line that starts in the upper left corner to the bottom right corner, passing the point. Write your first name in the triangle below the center point.

Example number 2: It is also possible to practice from an image, asking students to describe it through the design of others images.

- Map Design. With the use of this type of exercises we aim to develop students’ capacities in planning, designing and describing in terms of specific characteristics in a concrete situation. These activities include exercises for the student to draw a map of a particular location, or draw a map to go from point A to point B, within our school for example.

- Origami and Paper Folding. Origami and or paper folding (Cooper, Wang, Israni & Sorby, 2015; Falomir, 2016; Jaeger, et al., 2015; Simon, et al., 2006; Study, 2012) is a Japanese secular art widespread throughout the world, known for the development of features, such as: visual and spatial perception, fine motor coordination, memory, patience and persistence, self-confidence, logical thinking, attention, concentration and relieving stress and tension. There are thousands of examples from the simplest to the most complex, of various categories, which can be used according to characteristics and likings of each. In Figure 1, we can see some examples of origami preferred by students.

Figure 1. Examples Origami (adapted from http://en.origami-club.com/index.html)
Paper folding, in particular the Punched Holes, is frequently used to investigate the spatial visualization skills. In our case, we want to use this activity for the development of students’ capacity by solving various exercises. In this type of exercise students should imagine that they are folding and unfolding paper. In each of the left and right drawing figures there are problems, see Figure 2.

![Figure 2. Examples Punched Holes, adapted from (Jaeger, et al., 2015)](image)

- Memory Transfer Language. The use of Memory Transfer Language (MTL) exercises allows us to overcome some problems detected in the construction of knowledge in early learning programming, particularly in the representation of variables and assignment statements. The methodology used to implement this kind of exercises was based on the representation of instructions in the computer memory (Mselle y Twaakyondo, 2012). Figure 3, are examples of these exercises. The student should use to solve each of the exercises the diagram of Figure 4.

![Figure 3. Example 1, 2 and 3 for MTL](image)

![Figure 4. Output representation for MTL exercises](image)
- Parson Problems are assignments for learning programming where the student has to select, order, and indent code fragments (Denny, Luxton-Reilly & Simon, 2008; Ericson, 2014; Morrison, Margulieux, Ericson & Guzdial, 2016), see Figure 5.

![Figure 5. Examples Parson Problems]

3.3. Description and Results Study

Two online questionnaires were developed. One with 20 questions about Punched Holes (PH) and another with 5 Follow and Give Instruction (FGI) activities. The number of students who answered the questionnaire was 46.

The PH questionnaire was evaluated by the number of correct answers. The FGI of activities were classified according to the following evaluation scale from not responding (value 0) to detailed description and using references (value 4). Table 1 shows the results PH questionnaire.

<table>
<thead>
<tr>
<th>Success</th>
<th>%</th>
</tr>
</thead>
<tbody>
<tr>
<td>PH &lt; 10</td>
<td>9</td>
</tr>
<tr>
<td>PH &gt;= 10</td>
<td>37</td>
</tr>
<tr>
<td>PH &gt;= 14</td>
<td>27</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Success</th>
<th>%</th>
</tr>
</thead>
<tbody>
<tr>
<td>FGI &lt; 3</td>
<td>26</td>
</tr>
<tr>
<td>FGI &gt;= 3</td>
<td>20</td>
</tr>
</tbody>
</table>

Table 1. Results PH questionnaire

In the first line, PH <10, 9 of the 46 students had a score of less than 10 correct answers. Of the 9 students, 6 successfully completed the course.
As it can easily be seen, in Table 2, we highlight the results for FGI>=3, 20 students. Having successfully completed the course 18 students, which corresponds to 90%.

In Table 3, we combine the results of the two activities. It is important to enhance the results combined with the FGI activity, of values greater than or equal to 3. The results are 100%, 88.9% and 100%, for the different PH results. These results lead us to believe that Follow and Give Instruction computational thinking activity has a strong influence on the success of the course.

<table>
<thead>
<tr>
<th>Success</th>
<th>%</th>
</tr>
</thead>
<tbody>
<tr>
<td>PH &lt; 10 and FGI &lt; 3</td>
<td>7 4 57,1%</td>
</tr>
<tr>
<td>PH &lt; 10 and FGI &gt;= 3</td>
<td>2 2 100,0%</td>
</tr>
<tr>
<td>PH &gt;= 10 and FGI &lt; 3</td>
<td>19 9 47,4%</td>
</tr>
<tr>
<td>PH &gt;= 10 and FGI &gt;= 3</td>
<td>18 16 88,9%</td>
</tr>
<tr>
<td>PH &gt;= 14 and FGI &lt; 3</td>
<td>10 6 60,0%</td>
</tr>
<tr>
<td>PH &gt;= 14 and FGI &gt;= 3</td>
<td>15 15 100,0%</td>
</tr>
</tbody>
</table>

Table 3: Results PH and FGI

4. Practice Computational Thinking

Studies have demonstrated the relationship between the style and the level of detail in the description and construction of a map with the objectives of a programming course (Fincher, et al., 2005). According to our results, we can also affirm that there is a strong relationship between the style and the level of detail used for the construction and map design and in the activities of FGI, such as the objectives of the course of introduction to programming.

4.1. Practice Map Design and Follow and Give Instruction

Based on our experience, we intend to implement a set of exercises to work on and study this methodology in order to improve the students’ skills in programming and computational thinking.

In these exercises, we will evaluate the level of detail and clarity in the resolution. Some examples:

- Follow and give instructions, or by asking and giving directions, such as the methodology used in language courses, based on maps given to students, such as those in Figure 6 and Figure 7, students should describe in detail the path required to move from point A to point B.
- Follow and give instructions should also include exercises where students should draw according to the instructions that a student or a teacher gives, from a drawing or simple text instructions, such as the examples in Figure 8 and Figure 9.
4.2. Learning by teaching experience

The advantages of using learning by teaching are well known. People learn more if they need to teach others, suggest the authors of (Nestojko, Bui, Kornell & Bjork, 2014).

Based on these results, we will implement activities where students have to prepare a lesson for others. Those lessons will focus on activities to improve computational thinking and/or programming. They can be used in the "Hour of Code" event. They can also be used for the promotion and development of computational thinking and programming in schools in the region of Guarda made by the students with teachers’ supervision.
5. Discussion and Conclusion

In this paper, we have presented many tools that enhance the development of computational thinking skills. However, these tools should be used throughout the learning process; they must be manipulated and explored from 3 to 18 years of age, the usual age of enrolling into higher education (García-Peñalvo, Llorens-Largo, Prieto & Vendrell, 2017; Llorens-Largo, García-Peñalvo, Prieto & Vidal, 2017). The education system in Portugal is now starting to take the first steps in the implementation of computational thinking as a curricular or extracurricular component. Most students of the first year of the Computer Engineering course, from the IPG, mostly did not have the opportunity to develop computational thinking throughout their student life. Hence, the difficulties in learning the initial programming course is a major concern. It is necessary to work these students quickly in an effective way, so that the demotivation does not reach them.

With this work, we intend to present our idea and show the results obtained in our experience with the activities of follow and give instructions. We find the results quite interesting and should, therefore, be explored. To do this, we suggest a set of activities to test with the students. There are many strategies that teachers can employ to increase the skills for students with learning difficulties in computer science. Because computing education, and especially the computational thinking is a new area, many educators may not know how to provide support to students as they learn computing. In this article, we suggest some strategies and resources that educators can implement to support students.
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